What is String in Java?

Generally, String is a sequence of characters. But in Java, string is an object that represents a sequence of characters. The java.lang.String class is used to create a string object.

How to create a string object?

There are two ways to create String object:

1. By string literal
2. By new keyword

1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance
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In the above example, only one object will be created. Firstly, JVM will not find any string object with the value "Welcome" in string constant pool that is why it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create a new object but will return the reference to the same instance.

Note: String objects are stored in a special memory area known as the "string constant pool".

Why Java uses the concept of String literal?

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

Immutable String in Java

A String is an unavoidable type of variable while writing any application program. String references are used to store various attributes like username, password, etc. In Java, **String objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Once String object is created its data or state can't be changed but a new String object is created.

Let's try to understand the concept of immutability by the example given below:

**Testimmutablestring.java**

1. **class** Testimmutablestring{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s.concat(" Tendulkar");//concat() method appends the string at the end
5. System.out.println(s);//will print Sachin because strings are immutable objects
6. }
7. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring)

**Output:**

Sachin

Now it can be understood by the diagram given below. Here Sachin is not changed but a new object is created with Sachin Tendulkar. That is why String is known as immutable.
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As you can see in the above figure that two objects are created but ***s*** reference variable still refers to "Sachin" not to "Sachin Tendulkar".

But if we explicitly assign it to the reference variable, it will refer to "Sachin Tendulkar" object.

For example:

**Testimmutablestring1.java**

1. **class** Testimmutablestring1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s=s.concat(" Tendulkar");
5. System.out.println(s);
6. }
7. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring1)

**Output:**

Sachin Tendulkar

In such a case, s points to the "Sachin Tendulkar". Please notice that still Sachin object is not modified.

Why String objects are immutable in Java?

As Java uses the concept of String literal. Suppose there are 5 reference variables, all refer to one object "Sachin". If one reference variable changes the value of the object, it will be affected by all the reference variables. That is why String objects are immutable in Java.

Following are some features of String which makes String objects immutable.

**1. ClassLoader:**

A ClassLoader in Java uses a String object as an argument. Consider, if the String object is modifiable, the value might be changed and the class that is supposed to be loaded might be different.

To avoid this kind of misinterpretation, String is immutable.
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**2. Thread Safe:**

As the String object is immutable we don't have to take care of the synchronization that is required while sharing an object across multiple threads.

**3. Security:**

As we have seen in class loading, immutable String objects avoid further errors by loading the correct class. This leads to making the application program more secure. Consider an example of banking software. The username and password cannot be modified by any intruder because String objects are immutable. This can make the application program more secure.

**4. Heap Space:**
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The immutability of String helps to minimize the usage in the heap memory. When we try to declare a new String object, the JVM checks whether the value already exists in the String pool or not. If it exists, the same value is assigned to the new object. This feature allows Java to use the heap space efficiently.

Why String class is Final in Java?

The reason behind the String class being final is because no one can override the methods of the String class. So that it can provide the same features to the new String objects as well as to the old ones.

Java String compare
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We can compare String in Java on the basis of content and reference.

It is used in **authentication** (by equals() method), **sorting** (by compareTo() method), **reference matching** (by == operator) etc.

There are three ways to compare String in Java:

1. By Using equals() Method
2. By Using == Operator
3. By compareTo() Method

1) By Using equals() Method

The String class equals() method compares the original content of the string. It compares values of string for equality. String class provides the following two methods:

* **public boolean equals(Object another)** compares this string to the specified object.
* **public boolean equalsIgnoreCase(String another)** compares this string to another string, ignoring case.

**Teststringcomparison1.java**

1. **class** Teststringcomparison1{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3=**new** String("Sachin");
6. String s4="Saurav";
7. System.out.println(s1.equals(s2));//true
8. System.out.println(s1.equals(s3));//true
9. System.out.println(s1.equals(s4));//false
10. }
11. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison1)

**Output:**

true

true

false

In the above code, two strings are compared using **equals()** method of **String** class. And the result is printed as boolean values, **true** or **false**.

**Teststringcomparison2.java**

1. **class** Teststringcomparison2{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="SACHIN";
6. System.out.println(s1.equals(s2));//false
7. System.out.println(s1.equalsIgnoreCase(s2));//true
8. }
9. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison2)

**Output:**

false

true

In the above program, the methods of **String** class are used. The **equals()** method returns true if String objects are matching and both strings are of same case. **equalsIgnoreCase()** returns true regardless of cases of strings.

[Click here for more about equals() method](https://www.javatpoint.com/java-string-equals)

2) By Using == operator

The == operator compares references not values.

**Teststringcomparison3.java**

1. **class** Teststringcomparison3{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3=**new** String("Sachin");
6. System.out.println(s1==s2);//true (because both refer to same instance)
7. System.out.println(s1==s3);//false(because s3 refers to instance created in nonpool)
8. }
9. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison3)

**Output:**

true

false

3) String compare by compareTo() method

The above code, demonstrates the use of **==** operator used for comparing two ***String*** objects.

AD

3) By Using compareTo() method

The String class compareTo() method compares values lexicographically and returns an integer value that describes if first string is less than, equal to or greater than second string.

Suppose s1 and s2 are two String objects. If:

* **s1 == s2** : The method returns 0.
* **s1 > s2** : The method returns a positive value.
* **s1 < s2** : The method returns a negative value.

AD

**Teststringcomparison4.java**

AD

1. **class** Teststringcomparison4{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3="Ratan";
6. System.out.println(s1.compareTo(s2));//0
7. System.out.println(s1.compareTo(s3));//1(because s1>s3)
8. System.out.println(s3.compareTo(s1));//-1(because s3 < s1 )
9. }
10. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison4)

**Output:**

0

1

-1

String Concatenation in Java

In Java, String concatenation forms a new String that is the combination of multiple strings. There are two ways to concatenate strings in Java:

1. By + (String concatenation) operator
2. By concat() method

1) String Concatenation by + (String concatenation) operator

Java String concatenation operator (+) is used to add strings. For Example:

**TestStringConcatenation1.java**

1. **class** TestStringConcatenation1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin"+" Tendulkar";
4. System.out.println(s);//Sachin Tendulkar
5. }
6. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation1)

**Output:**

Sachin Tendulkar

The **Java compiler transforms** above code to this:

1. String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

In Java, String concatenation is implemented through the StringBuilder (or StringBuffer) class and it's append method. String concatenation operator produces a new String by appending the second operand onto the end of the first operand. The String concatenation operator can concatenate not only String but primitive values also. For Example:

**TestStringConcatenation2.java**

1. **class** TestStringConcatenation2{
2. **public** **static** **void** main(String args[]){
3. String s=50+30+"Sachin"+40+40;
4. System.out.println(s);//80Sachin4040
5. }
6. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation2)

**Output:**

80Sachin4040

Note: After a string literal, all the + will be treated as string concatenation operator.

2) String Concatenation by concat() method

The String concat() method concatenates the specified string to the end of current string. Syntax:

1. **public** String concat(String another)

Let's see the example of String concat() method.

**TestStringConcatenation3.java**

1. **class** TestStringConcatenation3{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin ";
4. String s2="Tendulkar";
5. String s3=s1.concat(s2);
6. System.out.println(s3);//Sachin Tendulkar
7. }
8. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation3)

**Output:**

Sachin Tendulkar

Substring in Java

A part of String is called **substring**. In other words, substring is a subset of another String. Java String class provides the built-in substring() method that extract a substring from the given string by using the index values passed as an argument. In case of substring() method startIndex is inclusive and endIndex is exclusive.

Suppose the string is "**computer**", then the substring will be com, compu, ter, etc.

Note: Index starts from 0.

You can get substring from the given String object by one of the two methods:

1. **public String substring(int startIndex):**  
   This method returns new String object containing the substring of the given string from specified startIndex (inclusive). The method throws an IndexOutOfBoundException when the startIndex is larger than the length of String or less than zero.
2. **public String substring(int startIndex, int endIndex):**  
   This method returns new String object containing the substring of the given string from specified startIndex to endIndex. The method throws an IndexOutOfBoundException when the startIndex is less than zero or startIndex is greater than endIndex or endIndex is greater than length of String.

In case of String:

* **startIndex:** inclusive
* **endIndex:** exclusive

Let's understand the startIndex and endIndex by the code given below.

1. String s="hello";
2. System.out.println(s.substring(0,2)); //returns he  as a substring

In the above substring, 0 points the first letter and 2 points the second letter i.e., e (because end index is exclusive).

Example of Java substring() method

**TestSubstring.java**

1. **public** **class** TestSubstring{
2. **public** **static** **void** main(String args[]){
3. String s="SachinTendulkar";
4. System.out.println("Original String: " + s);
5. System.out.println("Substring starting from index 6: " +s.substring(6));//Tendulkar
6. System.out.println("Substring starting from index 0 to 6: "+s.substring(0,6)); //Sachin
7. }
8. }

**Output:**

Original String: SachinTendulkar

Substring starting from index 6: Tendulkar

Substring starting from index 0 to 6: Sachin

The above [Java programs](https://www.javatpoint.com/java-programs), demonstrates variants of the ***substring()*** method of ***String*** class. The startindex is inclusive and endindex is exclusive.

Java StringBuffer Class

Java StringBuffer class is used to create mutable (modifiable) String objects. The StringBuffer class in Java is the same as String class except it is mutable i.e. it can be changed.

Note: Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously. So it is safe and will result in an order.

Important Constructors of StringBuffer Class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuffer() | It creates an empty String buffer with the initial capacity of 16. |
| StringBuffer(String str) | It creates a String buffer with the specified string.. |
| StringBuffer(int capacity) | It creates an empty String buffer with the specified capacity as length. |

Important methods of StringBuffer class

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| public synchronized StringBuffer | append(String s) | It is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public synchronized StringBuffer | insert(int offset, String s) | It is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public synchronized StringBuffer | replace(int startIndex, int endIndex, String str) | It is used to replace the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | delete(int startIndex, int endIndex) | It is used to delete the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | reverse() | is used to reverse the string. |
| public int | capacity() | It is used to return the current capacity. |
| public void | ensureCapacity(int minimumCapacity) | It is used to ensure the capacity at least equal to the given minimum. |
| public char | charAt(int index) | It is used to return the character at the specified position. |
| public int | length() | It is used to return the length of the string i.e. total number of characters. |
| public String | substring(int beginIndex) | It is used to return the substring from the specified beginIndex. |
| public String | substring(int beginIndex, int endIndex) | It is used to return the substring from the specified beginIndex and endIndex. |

What is a mutable String?

A String that can be modified or changed is known as mutable String. StringBuffer and StringBuilder classes are used for creating mutable strings.

Java StringBuilder Class

Java StringBuilder class is used to create mutable (modifiable) String. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized. It is available since JDK 1.5.

Important Constructors of StringBuilder class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringBuilder() | It creates an empty String Builder with the initial capacity of 16. |
| StringBuilder(String str) | It creates a String Builder with the specified string. |
| StringBuilder(int length) | It creates an empty String Builder with the specified capacity as length. |

Important methods of StringBuilder class

|  |  |
| --- | --- |
| **Method** | **Description** |
| public StringBuilder append(String s) | It is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public StringBuilder insert(int offset, String s) | It is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public StringBuilder replace(int startIndex, int endIndex, String str) | It is used to replace the string from specified startIndex and endIndex. |
| public StringBuilder delete(int startIndex, int endIndex) | It is used to delete the string from specified startIndex and endIndex. |
| public StringBuilder reverse() | It is used to reverse the string. |
| public int capacity() | It is used to return the current capacity. |
| public void ensureCapacity(int minimumCapacity) | It is used to ensure the capacity at least equal to the given minimum. |
| public char charAt(int index) | It is used to return the character at the specified position. |
| public int length() | It is used to return the length of the string i.e. total number of characters. |
| public String substring(int beginIndex) | It is used to return the substring from the specified beginIndex. |
| public String substring(int beginIndex, int endIndex) | It is used to return the substring from the specified beginIndex and endIndex. |

Difference between String and StringBuffer

There are many differences between String and StringBuffer. A list of differences between String and StringBuffer are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | The String class is immutable. | The StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when we concatenate too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when we concatenate t strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |
| 4) | String class is slower while performing concatenation operation. | StringBuffer class is faster while performing concatenation operation. |
| 5) | String class uses String constant pool. | StringBuffer uses Heap memory |

Difference between StringBuffer and StringBuilder

Java provides three classes to represent a sequence of characters: String, StringBuffer, and StringBuilder. The String class is an immutable class whereas StringBuffer and StringBuilder classes are mutable. There are many differences between StringBuffer and StringBuilder. The StringBuilder class is introduced since JDK 1.5.

A list of differences between StringBuffer and StringBuilder is given below:

![Difference between StringBuffer and StringBuilder](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is *synchronized* i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized* i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer. |
| 3) | StringBuffer was introduced in Java 1.0 | StringBuilder was introduced in Java 1.5 |

How to create Immutable class?

There are many immutable classes like String, Boolean, Byte, Short, Integer, Long, Float, Double etc. In short, all the wrapper classes and String class is immutable. We can also create immutable class by creating final class that have final data members as the example given below:

Example to create Immutable class

In this example, we have created a final class named Employee. It have one final datamember, a parameterized constructor and getter method.

**ImmutableDemo.java**

1. **public** **final** **class** Employee
2. {
3. **final** String pancardNumber;
4. **public** Employee(String pancardNumber)
5. {
6. **this**.pancardNumber=pancardNumber;
7. }
8. **public** String getPancardNumber(){
9. **return** pancardNumber;
10. }
11. }
12. **public** **class** ImmutableDemo
13. {
14. **public** **static** **void** main(String ar[])
15. {
16. Employee e = **new** Employee("ABC123");
17. String s1 = e.getPancardNumber();
18. System.out.println("Pancard Number: " + s1);
19. }
20. }

**Output:**

Pancard Number: ABC123

The above class is immutable because:

* The instance variable of the class is final i.e. we cannot change the value of it after creating an object.
* The class is final so we cannot create the subclass.
* There is no setter methods i.e. we have no option to change the value of the instance variable.

These points makes this class as immutable.

Java toString() Method

If you want to represent any object as a string, **toString() method** comes into existence.

The toString() method returns the String representation of the object.

If you print any object, Java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object etc. depending on your implementation.

Advantage of Java toString() method

By overriding the toString() method of the Object class, we can return values of the object, so we don't need to write much code.

Understanding problem without toString() method

Let's see the simple code that prints reference.

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** **static** **void** main(String args[]){
13. Student s1=**new** Student(101,"Raj","lucknow");
14. Student s2=**new** Student(102,"Vijay","ghaziabad");
16. System.out.println(s1);//compiler writes here s1.toString()
17. System.out.println(s2);//compiler writes here s2.toString()
18. }
19. }

**Output:**

Student@1fee6fc

Student@1eed786

As you can see in the above example, printing s1 and s2 prints the hashcode values of the objects but I want to print the values of these objects. Since Java compiler internally calls toString() method, overriding this method will return the specified values. Let's understand it with the example given below:

Example of Java toString() method

Let's see an example of toString() method.

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** String toString(){//overriding the toString() method
13. **return** rollno+" "+name+" "+city;
14. }
15. **public** **static** **void** main(String args[]){
16. Student s1=**new** Student(101,"Raj","lucknow");
17. Student s2=**new** Student(102,"Vijay","ghaziabad");
19. System.out.println(s1);//compiler writes here s1.toString()
20. System.out.println(s2);//compiler writes here s2.toString()
21. }
22. }

**Output:**

101 Raj lucknow

102 Vijay ghaziabad

In the above program, Java compiler internally calls ***toString()*** method, overriding this method will return the specified values of ***s1*** and ***s2*** objects of Student class.